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ABSTRACT. Massively parallel programming languages, like StarLogo, provide a rich environment
for introducing differential equations to students with an unsophisticated mathematical back-
ground. In this paper we describe the basic software for simulating and monitoring various popu-
lation dynamics. Simple differential equations that describe the observed dynamics are introduced.
The same environment is then used to explore solutions to the differential equations using Euler’s
method. Many solutions can be displayed simultaneously and viewed as a flow, which is easier to
understand than the more traditional slope fields. All software is written in StarLogo, a massively
parallel version of Logo, and can be easily modified, thus permitting students to embark on their

own explorations.

1. INTRODUCTION

Many college students take their first differential equations course as second-semester sophomores
or first-semester juniors. These courses typically involve learning techniques for solving differential
equations in closed form; theoretical results involving existence and uniqueness of solutions; and
modeling situations with differential equations. Although every effort is made to motivate particular
equations as models of important real world problems, often the students become confused because
of the multiplicity of views presented. In an introductory course they are unsure whether they
should concentrate on memorizing a collection of baroque techniques for solving the few differential
equations that can be solved in closed form, whether they should concentrate on the theory, or
whether accurate modeling is the issue. Our goal here is to provide a particular set of situations
that can be modeled by differential equations and then allow the students to experiment with
these situations. We provide an environment for a series of activities that allow the student to use
an agent-based simulator for modeling various situations that can also be modeled by differential
equations. The students are encouraged to compare the actual results of their simulations with those
predicted by the appropriate differential equations. Our goal is to introduce differential equations to
mathematically unsophisticated students in preparation for the material presented in the standard
introductory differential equations course. In particular, we concentrate on population dynamics
and emphasize the fact that differential equations are only one of many possible mathematical
models that can be used to understand population dynamics. By applying differential equations
to model actual population dynamics of artificial communities that they create, students discover
many modeling issues, they become aware of the existence and uniqueness of solutions, and they
are motivated to learn both numerical and analytic techniques for solving differential equations.
Our approach is constructionist [P1991] in that students build knowledge by constructing both the

situation to be modeled and then the differential equations to model the situation. We believe that
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in this way they obtain a better understanding of the area and are then ready to obtain maximum
benefit from a standard course.

There are many ways to simulate population dynamics on a computer. Here we use agent-based
simulations. In such an approach each agent in a population is simulated. The actions of each object
that is under the control of a procedure are determined by its environment and its interaction with
other agents. One of the most popular simulation systems that allow such agent-based simulations is
a platform developed at the Santa Fe Institute called Swarm [B1994, M1996]. It is currently finding
many applications in the area of artificial life and in the social sciences.

In our work we use a similar language, StarLogo, developed by Mitchel Resnick of the Epistemol-
ogy and Learning Group at the MIT Media Laboratory [R1994]. We chose this language because of
its similarity to the Logo language [P1979], which was originally designed for use by young children.
We hoped that because of the relative success [C1992] of the Logo language in elementary schools,
we might eventually be able to expose high school and junior high school students to differential
equations in a natural way, especially if they had been exposed along the way either to Logo and/or
StarLogo.

In the simplest of cases, StarLogo is like Logo in that under program control a turtle crawls
around the screen, sometimes drawing as it crawls, sometimes not. In StarLogo, however, instead
of one turtle, there can be hundreds of turtles, even thousands, that crawl around and interact
with each other and their environment. In StarLogo there are actually three programming objects:
turtles that crawl around, patches that represent pieces of the world on which the turtles crawl,
and observers that monitor the activity of the turtles and patches. All the turtles execute the same
procedure over and over again in lock step. Thus the kind of parallelism principally supported by
StarLogo is in Flynn’s classification that of SPMD, or single program multiple data. StarLogo was
originally implemented on the Connection Machine, a massively parallel Lisp machine that runs a
parallel version of Lisp called *Lisp. Now versions of StarLogo exist on Unix workstations, Macintosh
computers (now called MacStarLogo) and recently a version was implemented in JAVA that will run

on many platforms, including a PC [B1999].

2. MODELING ARTIFICIAL COMMUNITIES WITH DIFFERENTIAL EQUATIONS

Our approach is to help students create an “artificial” community of turtles. These turtles give
birth to new turtles, compete for limited resources, and die. The number of turtles is monitored by
an observer that plots the results. These results can then be compared with the solutions to various
differential equations that model the situations. Discrepancies are explained. Because we want to
be able to eventually apply this approach to students with little mathematical sophistication, we
first introduce an artificial community and encourage students to experiment with it and to discuss
why the plot of the population varies as it does. A mathematical model in the form of a differential
equation is proposed. Solution curves to the differential equation are computed for various initial
conditions simultaneously. This is done in StarLogo by taking a collection of turtles and placing them
at places which represent various initial conditions. Each turtle then begins to crawl in a direction
determined by evaluating the differential equation at the turtle’s particular location. By coloring the

turtles appropriately and displaying them all simultaneously, they give the impression of creating
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a flow along the solution curves. Once the students are comfortable enough with the StarLogo
program to create this flow, they are told about Euler’s method and its relation to the program. If
time permits, ways of improving on Euler’s method can be discussed. It can also be pointed out that
since the direction of a turtle at any point is completely determined by its position, the paths of the
turtles do not cross; i.e., the solutions are unique. If a computer-based algebra system, like Maple or
Mathematica, is available, then students can also plot solutions to the differential equation(s), which
they can compare with the actual data they observed in the community of turtles. Finally, many
of these differential equations have closed-form solutions. For students with little mathematical
sophistication, these functions can be introduced as possible solution candidates because they have
same general shape as the numerical solutions they have found. For more sophisticated students,
the functions can be shown to be solutions to the particular differential equation, either directly or
by using a computer-based algebra system. Finally, the student can be shown how to find the family
of solutions analytically by hand or by using a Computer based Algebra System.

3. SPECIFIC EXAMPLES

We address three specific examples: exponential growth, logarithmic growth, and the Volterra-
Lotka predator/prey system. In each instance we give a running template of a StarLogo program
that creates a community of turtles which behaves in the desired manner. Various buttons on the
user interface of each program allow the student to vary initial conditions and parameters.

As our first example, see Figure 1. It shows the user interface for the exponential growth program.
Here the student has two sliders: one to control the initial population and the other to control the
birth rate. In addition, Figure 1 shows the program, the plot of population versus turtle time, and
the field on which the turtles live. The students are encouraged to experiment with various input

conditions and to modify the program to make the community more realistic.

Figure 2 shows the portion of the StarLogo program that controls the turtles in the logistic growth
situation. The global variable “switch” is set when the simulation is supposed to end. Each turtle
checks to see if the simulation should end. If not, then the turtle makes a random turn (less than
90 degrees) to the left and then to the right and moves forward one unit. These actions simulate
a random walk. Then, based on settings controlling the birth and death rates, the turtle randomly
decides whether or not to give birth and/or to die. Other parts of the program not included above
take care of initialization and the user interface. There is also a short procedure that the observer
executes in order to plot the number of turtles versus time.

This is a barebones approach to simulating a turtle community. A more interesting approach
could include a limited resource like space. Up to a certain point increased interaction of turtles
caused by more turtles in the confined space could increase the birth rate, while eventually more
interactions might increase the death rate as well. Students are encouraged to experiment with these
possibilities.

Figure 3 shows the phase plane map for the system of differential equations modeling the Volterra-
Lotka predator/prey system. Here two competing breeds of turtles, red and green, are introduced.

The red breed, the predator, feeds on the green breed, the prey. As the population of the predator
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FI1GURE 1. The StarLogo display for the exponential growth community.

to wiggle

ifelse (switch = 1) [astop]
[1t random 90
rt random 90
fd 1
wait .00001
if ((random 1001) < a)
[hatch [setxy ((random 51) - 25) ((random 51) - 25)]]
if ((random 10001) < (bb * turtle-total)) [die]

end

FI1GURE 2. The turtle procedure for the logarithmic growth community.

increases, the population of the prey decreases, but as the food supply for the predator decreases,
predators began to die off, allowing the prey population to rebound. In the phase plane map the
population of the predator is plotted on the z-axis against the population of the prey on the y-axis.
Thus the cyclical behavior as shown in the figure is observed.
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phasemap

FIGURE 3. The phase plane map for the predator/prey community.

4. CONCLUSIONS AND FUTURE WORK

Our work is very preliminary but both authors are optimistic about our approach. Even though
both authors have taken and/or taught an introductory course in differential equations, we both
believe that by developing this approach we increased our understanding of population dynamics
and differential equations. Perhaps most surprising was how difficult it is to get the population of an
actual community of artificial turtles to behave as predicted by the differential equations. We knew
the differential equations we wanted to introduce but it was difficult to get a community of turtles to
behave as predicted. Figure 4 shows the population of the original community we designed, which
was to follow a logistic growth pattern. It does, in general, follow such a pattern, but we were very

surprised to find the cyclic behavior once the population began to approach the carrying capacity
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FIGURE 4. The phase plane map for the predator/prey community.

of the community. This did not appear to be a noise phenomenon but rather was caused by a
feedback delay that was unintentionally introduced. This phenomenon is typical of delay differential

equations.

We still do not have experience with trying out our approach on undergraduate students, although
we have used the StarLogo programs for demonstration purposes. There are many reasons we have
not yet tried our approach. One is that StarLogo has only recently become available on platforms
that are widely available at our respective schools. The fact that this new release is still in a
beta version also makes it difficult to use in a classroom situation. Another difficulty we have
encountered is that although we teach Logo programming to our prospective mathematics teachers,
the K-12 teachers in our community are not teaching Logo to their students. Thus we initially
expected that students in high school or early years of college would have some expertise in Logo,
but instead found that they have never even heard of the language or its turtle paradigm. When
talking to elementary school teachers about this situation, we were told that kids did not need to
learn programming any more because software packages were now widely available and programming

was no longer a germaine subject. Unfortunately, independent of the fact that the act of learning to
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program might be valuable, the teachers we talked to did not seem to understand that in order to
control a sophisticated software package some sort of programming is necessary. Our final difficulty
is that most syllabi are so crowded with important information that there is very little time for an
undergraduate to explore and experiment with a field. Our hope is that as StarLogo becomes more
stable, we will be able to introduce it to some of the math clubs in the local junior high schools. We
hope then to introduce our approach to learning about differential equations to these students. These
students then will be in a position to appreciate the areas discussed in an introductory course on
differential equations: the finding of closed formed solutions, the theory of existence and uniqueness
of solutions, and the art of modeling.
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